Implementing Protocol Verification for E-Commerce


Abstract—This paper presents a survey of the practical application of protocol verification techniques to applications in e-commerce. We concentrate in particular on logic-based approaches, and review the current state of the art as well as the prospects for realistic deployment of protocol verification techniques in the near future.
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I. INTRODUCTION

A key component of e-commerce applications are the protocols that:
• identify the participants in a transaction;
• facilitate and enable the secure, reliable transfer of critical information; and
• provide for the non-repudiation of completed transactions

This paper reviews the current state of the art and presents the major techniques used today to mathematically verify these protocols. In particular we focus on logic-based approaches, the tools used to support these techniques and highlight the protocols verified by these different techniques.

The formal verification of the protocols used to support e-commerce is not easy: so why should we formally specify and verify these protocols? The answer is to build trust and confidence in the users of the e-commerce systems. The users must believe that these protocols are secure and reliable. Trust and confidence are essential for the successful and widespread adoption of e-commerce. Today the adoption of e-commerce has been greater in Business-to-Business (B2B) applications than Business-to-Consumer (B2C) applications. One reason for this is that many B2B applications are built on existing business relationships. In many B2C transactions the consumer is not known to the business and both participants do not have a prior history on which this trust and confidence between the participants can be built. Formally verifying the behaviour of the protocols will help build this trust and confidence. The central role of trust and confidence in e-commerce has been recognised by the European Commission as typified by Commission proposal to fund research into building trust in confidence in the forthcoming 6th Framework Programme (FP6).

II. THEOREM PROVING

First some information shared by all the proof methods. In these methods, you use logical notations to model your protocol and the properties that it must satisfy. Then you use proof techniques (rewriting, simplification, induction, ...) to verify if the properties are satisfied by the protocol. With these methods, the verification is not limited by the number of actors and by the number of messages exchanged during protocol runs. But the verification with these methods can be long and can require an expert user (you need to inject the right lemma at the right moment in order to make the proof converge). It is very difficult to develop automatic tools to verify protocols by proof method.

We can split these methods into two categories:
• The inference construction methods which construct inferences using specialised logics based on a notion of knowledge and belief, that protocol participants can confidently reach desired conclusions;
• The proof construction methods which formally model the actual computations performed in protocols and prove theorems about these computations.

A. Inference construction methods

In this category you find all the approaches based on the modal logic used for the analysis of the evolution of knowledge and belief in distributed system.

The first logic developed for the verification of cryptographic protocols was “the logic of authentication”[1] (also called BAN logic). Michael Burrows, Martin Abadi and Roger Needham developed this logic in 1989. In this method, we reason about the beliefs of the agents in the network and the evolution of these beliefs after each protocol step. An example of this reasoning would be: “If Paul’s received a message encrypted with the key K, and he believes that Alice and he share K, then he believes that Alice’s sent the message”.

So to verify a protocol with this method, we start by defining the initial beliefs of all the protocol’s actors. Then after each protocol step you have access to new information. And with this new information and the logic inference rules, you find new beliefs by derivation. If the set of beliefs fits with the beliefs we want for our protocol, we assume the protocol has been proven correct. Otherwise, we may have discovered a security flaw in the protocol. The BAN logic has found flaws and redundancies in several protocols, including Needham-Schroeder public key (flaw) and Kerberos (redundancy).

Because we only reason about beliefs with this logic and don’t attempt to model knowledge, we can only verify authentication property. That means we only verify that every actor can identify the sender of a message. This was one of the reasons of the development of other logics (another big reason is the lack of a complete semantics): GNY logic [2], the Abadi and Tuttle’s logic [3], the Mao and Boyd’s logic [4], AUTLOG logic [5] and SvO logic [6]. These logics are more complicated and more difficult to use than the BAN logic except for the Abadi and Tuttle, and SvO logics.

Other logics like Kailar’s logic [7], and Kessler and Neumann’s logic [8] have been used to verified e-commerce pro-
tocols. These logics are still based on the BAN logic, but they introduce the notion of accountability. Accountability is the property whereby the association of unique originator with an object or action can be proved to a third party (i.e.: a party who is different from the originator and the prover). The Kailar’s logic [12] has been used to verify two versions of the Carnegie Mellon’s Internet Billing Server protocol, the University of Southern California Information Science Institute’s anonymous payment protocol and the SPX protocol. The SET [54](Secure Electronic Transaction) and the Payword protocols have been studied with the Kessler and Neumann’s logic [8].

Now, you have an idea of the logics that are available to verify cryptographic protocols. But what tools could you use if you don’t want to do the proofs by hand? The BAN logic was implemented in the theorem provers SETHEO [9] and EVES [10] (these two tools produce fully automatic proofs of protocols). Kindred [11] generated automatic checkers for both Kailar’s logic and AUTLOG logic using Revere. Nevertheless, if you cannot find any tool developed for the logic you want to use, you still can implement it in a theorem prover like HOL [13] (Higher Order Logic) or SETHEO (Kessler and Neumann have started to implement there logic this tool, but it was a lot of work since SETHEO is actually not suited and the running time for most of their proofs was so bad that they decided to do them by hand) or any other theorem provers.

B. Proof construction methods

In this category, you find methods, which try to solve the problems of inference construction methods (lack of clear semantics) and model checking methods (state explosion).

In [14], D. Bolignano introduced a method based on the idea of trustable and un-trustable agents. So he has a set of trustable agents and one intruder. This intruder stores all the information exchange between the agents, can decrypt messages if he has the decryption key and he also can build and send fraudulent messages if he has the encryption key. Protocols are formalised as automata where each state is a n-uplet of agents’ current state, and the transitions are the protocol steps. The protocol’s properties are verified by induction on the automaton’s states.

D. Bolignano used the theorem prover Coq [15] to implement this method and he presented an extension of his method for the e-commerce protocols [16].

L. C. Paulson [17] has developed a method based on the proof by induction. In this technique, the protocols are modelled by the set of all possible traces and you have the assumption, there is an intruder or bad agent in your network. This intruder has access to traces, can decrypt messages if he has caught the decryption key and finally he can build and send fraudulent messages if he has the encryption key. To verify protocols you verify that each protocol step preserves the desired properties.

This method was implemented in Isabelle theorem prover [18] and used to verify the Internet protocol TLS [19], the Kerberos protocol [20], [21], [22] and some other protocols. The proofs of these protocols are available on the Isabelle’s website. At the moment, this technique is being used to verify the SET protocol in a project “Verifying E-Commerce Protocols” at University of Cambridge.

III. Model-checking

Model checking is an automated technique which, given a finite state model of a system and a property stated in some appropriate logical formalism (usually temporal logic), systematically checks the validity of the property. This involves traversing the state space of the system to check the property of interest. This is why this technique can be applied only to finite state systems. It also becomes intractable for large systems due to an explosion in the state space for such systems.

A number of different people have used this approach, either with general-purpose model checkers [29], [32], [33], [38], [25], [30], [40] or special-purpose model checkers [26], [36], [37], [35]. The first attempt to apply model checking to the verification of security protocols is by Dolev and Yao [26]. In this work, the protocol is modeled by defining a set of states and a set of transitions, and keeping track of an intruder, messages and the information known by each of the principals. This model is quite limited as it considers only secrecy, and models only encryption and decryption of messages, and adding or removing principals.

The Dolev-Yao model was extended by Meadows [36]. In this work, the protocol is modeled as a set of rules that describe how an intruder generates knowledge (either through applying encryption and decryption, or by receiving responses to messages it sends to the principals participating in the protocol). This model checker was still limited in that it did not allow the modeling of freshly generated nonces or session keys. These operations were added in the NRL Protocol Analyser [37]. This model checker also includes the states of the participants as well as the intruder. However, there is no systematic way of converting a protocol description into a set of transition rules. The model checker also relies heavily on the user during verification, a drawback more normally associated with theorem provers.

The algorithms used in the NRL Analyzer are also not guaranteed to terminate, so a limit is placed on the number of recursive calls allowed for some of the model checking routines.

In [32], Lowe used the FDR model checker for CSP [28] to analyse the Needham-Schroeder public key authentication protocol [39] and succeeded in finding a previously unpublished error in the protocol. However, the model is parameterised by the nonces used by the participants, so it only models a single run of the protocol. In order to prove the general protocol correct, a theorem must be proven which states that the general protocol is insecure only if this restricted version is insecure.

Another scheme for the model checking of security protocols is proposed in [35]. Unlike the previous systems, where the protocol must be encoded in CSP or in term rewrite rules, protocol definitions are translated into a sequence of commands such as SEND, RECEIVE and NEWONCE. All principals and an intruder are modeled as a sequence
of such actions. These actions are interleaved to produce a system trace. These traces can be model checked over a finite number of runs of the system to see whether there is a reachable state which violates the security specification.

The work in [23] further expands the model which can be checked by the model checker to include a logic of belief. Principals are modeled as processes able to have beliefs. The specification of a principal therefore has two orthogonal aspects: a temporal aspect and a belief aspect. This framework is used to verify a property of the Andrew protocol.

In conclusion, model checking has a number of advantages and disadvantages when compared to theorem proving. One advantage is that little user interaction is required, with properties being verified automatically. Also, in the cases where a required property is broken, a model checker is able to indicate to the user the sequence of events which led to it being broken.

Disadvantages of the model checking approach are that it requires that systems have a finite number of states, and it also becomes intractable for large state systems. As a result, the examples of model checking security protocols given in this section have mostly only been applied to small examples such as the Needham-Schroeder public key authentication protocol [39]. One notable exception is the work of Ledue et al. using LOTOS [24] and the Eucalyptus tool-box [27] to analyze the Equicrypt protocol [31], which is a real system currently under design for use in controlling access to multimedia services in a public channel.

Another drawback of the model checking approach is that it is usually only applied to a model of a small system running the security protocol, together with a model of the main intruder who can interact with the protocol, and then checking for attacks. However, if no attack is found, this only tells us that there is no attack on the small system being modeled; there still may be an attack on some larger system. One attempt to try and alleviate this problem can be found in [34].

IV. Static Analysis-Based Protocol Verification

Throughout the years, verification techniques and tools have attained a high level of maturity and enjoyed reasonable success, especially in areas related to computer hardware and telecommunication industries. Model checkers and theorem provers have become standard and attractive tools for hardware manufacturers to reveal subtle defects in systems and ensure the correctness and validation of their designs.

Such success has been helped by the cost-effective automated solutions such verification techniques bring with them. However there still remain a few obstacles that hinder a similar success in the software industry. Theorem provers require human intervention, where a level of expertise is needed to guide their operation. On the other hand, model checkers suffer from two major problems: the construction of finite state models and state explosion. The former is related to infinite state spaces, which are impossible to cover due to the way model checkers operate: by traversing all the possible states of the program. Therefore, a model is required with only a finite number of states. This approximation is always imprecise and could even lead to the wrong model. Additionally, if the number of states is too large (or will expand at a huge rate) beyond the space and time capabilities of the model checker, the latter problem arises.

Due to the fact that most model checkers accept inputs only in their own specialized languages, a semantic gap exists and has to be bridged between any non-finite-state software system and the language of a particular model checker. Most e-commerce protocols are specified with general-purpose languages, such as Java or COBOL. Such specifications have to be abstracted, using sophisticated program analyses and transformation techniques, into a finite mathematical model that is safe and correct. Such a process is usually characterised by errors and time-consumption resulting from the difficulty in encoding statements reflecting correctness requirements in the tool’s language.

The state explosion problem in model checkers results from the large number of states to check, which is a prominent feature of the modern open software systems. Many state curbing techniques exist that add more abstraction to the model of the analysed system and therefore, introduce more difficulty and errors.

One major framework that has been initiated by the need to solve problems associated with model checkers is the Bandera project [42]. The project integrates the different static analysis and transformation techniques with model checkers while providing a pattern-based specification language [41] with which correctness requirements can be stated without ambiguity. Although the current implementation supports Java only (which is the de facto language of e-commerce anyway) and Web applications, the Bandera project is more of an open framework aimed at integrating programming languages to verification tools in the form of model checkers. This integration is made desirable by the automated model extraction in a safe and compact manner.

The idea to solve the state explosion problem is to do an abstraction of your system. That means only keep from the model the information that are useful for the verification of your properties.

Here you have 2 concepts:
- Developing static analysis tools for the protocol verification;
- Developing tools that add static analysis in present model-checkers.

A. New tools

In this category, you find tools that use tree automata [52], Horn clauses [53], or else the Dominique Bolignanos model (in the project: Static Security Property Verifier) to model protocols.

With these methods protocols as Needham-Schroeder or even Skeme for the Horn clauses has been verified.

But the tools used are still on prototype stage.
B. Adding on present model-checker

The Bandera project provides a step towards the specification and automatic verification of security protocols written with Java-like languages. It is based on the component technology, which for the integration of new tools and hence, supports an open framework. However, in its current state, the Bandera project is described as a model extractor for Java, which builds a finite-state model that can be processed by model checkers. In doing so, it uses components that employ both syntactic and semantic static analysis techniques. Such techniques include mainly, program slicing [46], abstract interpretation [48], and partial evaluation [47].

Program slicing is a technique used for removing parts of a program that are not of interest to the model desired of that program. The technique works by identifying the interesting parts selected according to the model and then removing the rest. On the other, abstract interpretation [43], [44] is a mathematical framework for designing safe static approximations of program runtime semantics. The resulting semantics has as its semantic domain abstractions of the real concrete values. Main applications of the abstract interpretation lie in the design of compilers and analysers. Finally, partial evaluation [51] (also known as program specialisation) creates a specialised version of the inputted program by substituting values in that program that are already known at compile time. The resulting residual is much faster for execution. The Bandera project also supports components that are specialised in testing specific software units by using a testing environment called verification harness.

Other major projects related that have followed the same approach are JavaPathFinder [49] for translating Java source code into Promela, JCAT [45] for deadlock detection in Java program also by translating into Promela, and Feaver [50], which translates C programs into Promela as well.

V. Conclusion

In this paper we have have reviewed the major logic-based approaches used to verify security protocols used in e-commerce applications. In particular we have focussed on techniques that have tool support and have been actually used to verify some of the protocols used in e-commerce. These techniques and tools broadly fall into two categories; theorem provers and model checkers. The advantage of the model checkers is their ability to automatically prove a protocol without user direction, and in the case when the protocol fails, their ability to generate the sequence of events that invalidate the protocol. The main disadvantage of model checkers is that of state-space explosion. This has prevented model checkers from being used to verify large, or infinite state, systems. Theorem provers, on the other hand, do not suffer from this problem and they have been used to verify large protocols. The major disadvantage of theorem provers is that they require "expert" guidance. The work we are currently undertaking seeks to combine both techniques by embedding a model checker inside a theorem prover. Our goal is to develop a system that can verify large protocols but only requires minimal user direction.

As developers of e-commerce applications we must ensure that the protocols we use in our applications are secure and reliable. These protocols are complex entities and very subtle errors can be hidden deep in the protocol or introduced when the protocol is implemented. An important lesson on how easily this can happen occurred with the Needham-Schroeder protocol. When it was originally published it contained two nonces. Many commentators questioned the need for the second nonce and this nonce was "optimised" out of the protocol. This seemingly innocuous modification introduced a subtle flaw that allowed an attacker to access a secret shared between two other agents by intercepting one agent's messages while initiating a simultaneous with the other agent. This flaw was not discovered for 11 years. This salutary lesson needs to be kept in mind by designers and developers. SET [54] is arguably the "Rolls Royce" of payment protocols, but its widespread adoption has been prevented by its size and complexity. Just as in the Needham-Schroeder protocol, simplifying or "optimising" SET could unknowingly introduce stable flaws.

The formal verification of the protocols used in e-commerce is a vital component in the process of building trust and confidence in the users of e-commerce applications.
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